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Abstract

The main purpose of this report is to provide information on Petri nets, including their, design,

semantics, properties, and uses. The problem addressed is how to model and analyze systems

that may be susceptible to unknown issues. By visualizing these issues, we can improve or

modify the system. Petri nets are highly powerful tools that can solve several problems,

including issues with workflow management, deadlock, data transmission in communication

systems, manufacturing and production, software systems, and more. These things are widely

used in different work fields such as engineering, project management, and computer science. It

is important to solve these problems for maintaining system reliability, and optimal performance.

Exploring all the uses and techniques of a Petri net, beginning with the basics and advancing to

the more complex ideas, demonstrates just how effective they are. The results confirm that Petri

nets are important for identifying systems that need improvement within their performance and

components across multiple fields.

Keywords: Petri nets, semantics, workflow management, deadlock, data transmission,

communication systems, manufacturing, production, reliability, performance.



I. Introduction

In engineering, computer science, and other fields, the challenge of modeling and analyzing

systems and processes that have significant issues running due to unknown factors is

prevalent. Petri nets are a graphical and mathematical modeling language used to describe and

analyze a variety of different systems and processes. They enable the discovery of these

possible issues such as deadlock, overflow, resource conflict, and more. Computer scientists

and engineers get the most use out of Petri nets, as they are used extensively to detect errors in

systems and optimize production flow, however, many other disciplines find them useful too.

They provide a graphical model and a mathematical substructure, allowing you to examine the

behavior of a system visually and represent it. They are especially useful for modeling systems

where the main states and the processing are separate.

Petri nets were originally introduced by Carl Adam Petri in 1962 in his PhD thesis,

“Communication with Automata”. They started simply modeling concurrent processes in

systems, but have evolved to do so much more. They can manage workflow, communication

protocols, manufacturing systems, and more. When examining recent advancements and case

studies, you will find that Petri nets were used to solve some of the adversities that were faced.

For example, Petri nets have recently been used to model and optimize healthcare workflows

such as treatment pathways. This example not only shows that Petri nets are causing

advancements but also proves that they have uses across many disciplines.

All the intricacies of Petri nets and their many applications will be covered along with details of

their layout, semantics, and techniques used to analyze them. These topics will be illustrated

through case studies and other examples that show how Petri nets are used to model and

analyze real-world systems and give solutions to common challenges. Readers will gain a

complete understanding of Petri nets and their importance throughout all fields. Section II will



encompass a literature review, discussing some work that has been done with Petri nets in

fields outside of computer science and engineering and defining Petri nets. Section III details

the operational semantics of a Petri net, telling the reader how it behaves. The multiple

properties of a Petri net are presented in Section IV. Analysis methods are in Section V.

Different applications can be found in Section VI and methodology is in Section VII. Section VIII

gives the reader methods to create Petri nets. Section IX has the concluding statement.

II. Literature Review

Related Work

Petri nets can be applied to almost any area or system that can be described graphically. They

have been heavily used in workflow management to optimize business processes, in the

manufacturing field, and in project management. In Van der Aalst’s technical report, “The

Application of Petri Nets to Workflow Management”, he details how Petri nets can be used to

detect and repair workflow conflicts such as deadlock. He and others realized that as things

become more modernized and technological, there is a need for systems that do much more

than older ones did. This work prepared the way for more things that aid in modern business

process management systems that use Petri nets and Petri net-based models to guarantee they

are error-free.

According to the report “Applying Petri Nets on Project Management” written by Chang-Pin Lin

and Hung-Lin Dai, they had a problem with a project management method called the Critical

Path method which “considers the logical dependencies between related activities that may

have to share common resources”. They stated that as the number of resources they introduce

increases, the graphs drawn using the Critical Path method become more difficult to draw. To

solve this issue, they introduced Petri nets which better model complicated projects and

resource sharing.



Definition 1:

A Petri net is a bipartite graph that consists of two main types of nodes, places, and transitions.

Places are represented by circles and transitions are represented by rectangles or bars. Places

and transitions are connected by directed edges called arcs. Arcs can only exist from place to

transition or transition to place, never from place to place or transition to transition.

Considerably the most important part of a Petri net is the tokens. Tokens are usually small black

dots that reside in places and depict the resources that are being moved around in the Petri net.

They represent the dynamic state of the Petri net. The distribution of tokens across places is

called a marking.

Definition 2:

A Petri net is formally defined as a 4-tuple N = (P, T, I, O) where

P={p1, p2, p3…..pm} represents a finite set of places,

T= {t1, t2, t3….tn} represents a finite set of transitions,

I = Input places, (P x T) → N0
+

O = Output places, (P x T) → N0
+

Petri nets can also be represented using the set of arcs(F) and a weight function(W) in the Petri

net definition instead of using input and output functions and adding in M0 which depicts the

initial marking.

F is a set of directed arcs that show flow relation, F⊆(P x T)∪ (T x P)

W is a weight function that assigns a positive integer weight to each arc W: F → N+

M0= {P, N} is the initial marking indicating the initial distribution of tokens.

III. Operational Semantics



The overall behavior of a Petri net is controlled by the movement of tokens through the

transitions and places. Transitions represent events that can change the state of the system by

consuming tokens from input places and producing them at output places.

Markings and Execution

The marking of a Petri net specifies how many tokens are in each place at any time as the Petri

net is firing and changes as the Petri net fires. The firing of transitions is the execution of a Petri

net. A transition is fired if each input place contains at least as many tokens as the weight of the

arc from place to transition. Formally, t is enabled in marking M if for all places p:

M(p) ≥ I (p, t)

Where I(p, t) is the weight of the arce from place p to transition t.

When an enabled transition t fires, it consumes tokens from its input places and produces

tokens in its output places based on the weight of the corresponding arc.

There are many ways for marking to be represented. For example, you may denote the initial

marking as M0or just M. The next markings would be M1 and M’. When you fire a transition, you

get a new marking M’(p) = M(p) - I(t, p) + O(t, p) for any p in P. [8]

IV. Properties of a Petri Net

Reachability: The reachability of a Petri net is a basic idea and allows for a better

understanding of the capabilities of the graph. It determines whether a particular marking can be

reached from the initial marking according to the rules of the net. After the firing of an enabled

transition, the token distribution changes which in turn changes the marking. If there exists a

firing sequence that allows the Petri net to fully run from the initial marking to a marking Mn,

marking Mn is said to be reachable from marking M0. In real-world terms, it can show you

whether all of your tasks will be able to be completed.

The set of all possible markings that are reachable from m0 is called the Reachability Set,

denoted by the symbol R(m0).



We write M0[t>M1 to depict reachability. It can also be depicted this way M0 → M1 → M2…. M

(the transition that allows one marking to reach the next must be listed on top of the arrow),

or this way σ = M0 t1 M1 t2 M2….tn Mn

Boundedness: Boundedness is a key property in the analysis of Petri nets, as it indicates

whether there is a limit or restriction to the number of tokens that can appear in each place in

the Petri net. This property allows you to ensure that if a system has a maximum capacity, you

do not exceed it which helps prevent overflow and resource exhaustion.

A Petri net is said to be k-bounded or simply bounded if a positive integer, k is the number that

you don’t want to exceed, exists, and is not exceeded by the number of tokens in any place p. If

k = 1, the Petri net is called safe, meaning no place can have more than one token at any time.

Liveness: Liveness is another key property in the analysis of Petri nets. A Petri net (N, M0) is

live if, for every transition, there is a sequence that allows that transition to eventually fire. It

ensures that the system can indefinitely operate without getting stuck in a deadlock state no

matter what firing sequence takes place. Since full liveness can be unrealistic for most systems,

there are different levels of liveness.

A transition t in a Petri net (N, M0) is said to be dead (L0-live) if t can never be fired in any firing

sequence.

L1-live(potentially firable) if t can be fired at least one time.

L2-live if, given any positive integer k, t can be fired at least k times in some firing sequence.

L3-live if t appears infinitely, often in some firing sequence in M0.

L4-live or live if t is L1-live for every marking M.

Finally, a Petri net is said to be Lk-live if every transition in the net is Lk-live, k=0, 1, 2, 3, 4.



Dead-lock Freeness: A deadlock in a Petri net occurs when the system reaches a marking

from which no transitions are enabled, making it stuck and causing no further actions to take

place. For it to be deadlock-free, it must be able to reach all markings from the initial marking for

at least one transition that is fired. To check for deadlock freeness, you can construct a

reachability graph or examine the Petri net’s structure.

Reversibility: A Petri net is reversible if any markings can return to the initial marking M0.

∀M∈ R(m0)

V. Analysis Methods of Petri Nets

Coverability/Reachability graphs

The coverability of a Petri net helps to determine whether a certain marking can be reached

from the initial marking. From the initial marking of a net, we can reach as many new markings

as the number of enabled transitions, and from every new marking, we can reach more

markings. According to Todao Murata’s “Petri Nets: Properties, Analysis, and Applications”,

there are steps to construct a coverability tree. They include the following. Start with the initial

marking M0 as the root of the tree and name it “new”. Expand upon the tree by firing transitions

making sure to keep up with the new and old paths you get when firing by labeling them. If no

transition is enabled name it “dead-end”. If a marking is created that has more tokens in some

places than seen previously in any of the markings, replace the extra tokens with ω and merge

nodes that have this to prevent infinite growth.

VI. Applications

There are a plethora of things Petri nets can be applied to. The following sections detail a few of

these.



Workflow management systems:Workflow management entails the controlling, monitoring,

optimizing, and supporting of business processes to ensure efficiency, effectiveness, and

adaptability. The main goal is to make sure the right things are executed by the right person at

the right time. Before recently, no tool supported workflow management causing struggles with

modeling the complexity and concurrency that the processes had. Although it is possible to do

workflow without a management system, they make it much easier. Petri nets have improved

workflow management by providing a tool that can easily represent and analyze these

processes. They support all the things needed to model a workflow process, as they can

capture the dynamic behavior and dependencies of a task within the process. This allows for the

detection and resolution of many issues that may be present such as deadlock. They also allow

businesses to experiment with the flow of things to ensure they are placed in the preferred order

that will allow for the completion of all necessary tasks. Overall, using Petri nets in workflow

management leads to more efficient and scalable workflows that improve productivity.

Communication protocols: A communication protocol is a set of rules that allow systems to

consistently receive and send messages. An example is hypertext transfer protocol (HTTP),

which is the foundation of the World Wide Web and is used to load webpages using hypertext

links. Another commonly known example is ethernet which is a common protocol used for

communication between wired local area networks and devices. Petri nets allow protocols to be

mapped out and show all the possible states and transitions which can help to identify issues

such as deadlock where communications stop completely and livelock where processes cycle

without progressing. They also can verify that data reaches its destination and prevent data

corruption.

Manufacturing Systems: Manufacturing systems are networks or collections of processes and

equipment that produce goods and services. Their flows must be carefully and precisely



coordinated to make certain they are efficient and productive. Petri nets can model each step in

a production line, along with how they might interact with each other, and different things that

will happen based on the flow of the resources. They can resolve issues that could potentially

slow down the system including resource conflicts where multiple processes might be trying to

use the same resource.

VII. Methodology

The methodology I am following is structured to gain a deep understanding of a Petri net to gain

the ability to model, validate, analyze, and implement the learned ideas into complex systems.

Learning the necessary background information that has been detailed in the paragraphs before

this one is crucial to understanding how a Petri net works. After that, we can begin modeling

Petri nets that represent systems.

Modeling

When modeling a system, you first want to identify the elements of the system to relate them to

which piece of the Petri net they will represent. Most likely, places will represent the conditions

and transitions will represent events that change the conditions. Tokens will represent the state

of the conditions, defining whether they are active or not. Depending on your system, you may

need to assign weights to your arcs to indicate if multiple resources are consumed or produced

during their transitions. Doing a consistency check is important to ensure the model has correct

and meaningful connections and make sure it meets all the requirements of the system.

Analysis

After your model is complete, you can apply multiple analysis techniques that will show you the

properties and behavior of the system. You can do a reachability analysis which determines all

the states the system can reach from the initial state by constructing a reachability graph.

To confirm the system will not enter a deadlock state, you should perform a liveness analysis by

analyzing the reachability graph and checking for any markings where no transition is enabled.



This will tell you if, from any reachable marking, it is possible for any transition to fire eventually,

allowing the system to run indefinitely if need be. You can test the system with the levels of

liveness in mind and decide whether it has weak liveness or strong liveness.

Making sure the number of tokens in each place does not exceed a specified limit with a

boundedness analysis will help keep your system running smoothly and ensure the system

doesn’t require unbounded resources. You can do this also by checking the reachability graph

and determining the maximum number of tokens across all reachable markings. If the number of

tokens in p is less than or equal to k, then the Petri net is k-bounded.

Implementation

When you have completed all of your analyses, you can implement the insights gained from the

model Petri net to build or optimize the real system. Then you want to test the system to see if it

behaves how the model predicted it would.

Reporting

During your process, it is important to document all the steps you took when constructing your

model and applying it to the real system in case something goes wrong and to make it easier to

communicate your work and findings to others. You will want to have detailed markings from the

Petri net model including all of the elements, the formation, and the initial marking. It is vital to

document the results you get from your analysis techniques, as these tell you the most about

your system. If you apply your findings to a real system, you may also want to document how

you built or optimized your system based on your model.

Case studies and Examples

Studying existing Petri nets and case studies that use Petri nets is important because it allows

for a deeper understanding of them, as it shows their applications and basic structure. If you

need an example that details how complex concepts can be represented accurately, analyzing a

Petri net that has already been built and applied is a good idea. Case studies that use Petri nets



emphasize how Petri nets can fix adversities encountered in various fields. They give you

real-world examples of how Petri nets are applied.

VIII. Simulating and Coding Petri Nets

Many applications have been created over the years to aid in the simulation of Petri nets.

Choosing the best one for you depends on what your needs may be. If you want to simply see a

Petri net, you can use an online simulator such as Petri Net Simulator, developed by Igor Kim. It

is very simple and easy to use. It also has a tutorial on the intro page if you need help. Though

this is a good simulator for creating simple Petri nets, most Petri nets are more complex,

therefore you may want to use one of the following simulators. Though there are lots of different

tools, these, in my opinion, are the best ones to use.

PIPE(Platform Independent Petri Net Editor)

PIPE is a well-known, Java-based tool for constructing simple and complex Petri nets created in

2003 by postgraduate students in the Department of Computing at Imperial College London. It

can be downloaded on any operating system that can also run Java. It supports various types of

Petri nets including timed and stochastic making it versatile. It is user-friendly as it has

drag-and-drop features and everything is easily accessible from the toolbar. It can perform

detailed simulations and keep track of them with the animation history. The newest version,

PIPE5, does not have all of the features of the older versions yet such as the ability to create

reachability graphs and more analysis features. They do, however, give you the option to create

and add your own modules. Despite this, there are still many useful features. For example, it

has a feature that adds weights to the Petri net, which is surprisingly not a feature many of the

simulators have.

CPN TOOLS/IDE



CPN Tools, now CPN IDE, originally developed by the CPN Group at Aarhus University from

2000 to 2010 is used mostly for the creation of colored Petri nets but can also create many

other kinds. It can only run on Windows currently and requires Java. It also includes

drag-and-drop features and many simulation controls. Creating Petri nets using CPN IDE is

extremely easy since you can form full nets all within the simulation box instead of having to use

a toolbar. It can also create reachability and coverability graphs. There is a feature that allows

you to examine the amount of resources you would use based on your model which is perfect

for systems that have limited resources. There are also several other useful features.

SNAKES(Net Algebra Kit for Editors and Simulators)

Snakes, mainly created by Franck Pommereau, is a Python library that can be downloaded in

your choice of IDE which provides all the necessary code to create and execute different kinds

of Petri nets. It’s a great application for researchers since it allows you to create prototypes of

new ideas. It allows you to build basic, timed, and colored Petri nets. An important feature it has

is the extensibility of the plug-in feature which allows users to change and extend the features to

work with different kinds of Petri nets. One that is very useful is Graph Viz, which draws the Petri

net that you code.

IX. Conclusion

In this paper, a summary of the abilities of the powerful and versatile tool, Petri nets, that model,

analyze, and optimize complex systems across various branches of work gives the reader an

idea of how much they are capable of. Their mathematic and graphical abilities make them

extremely valuable to lots of people. Their ability to solve difficult problems also makes them

very precious, as they make things easier to resolve when it comes to conflicts in systems. They

are overall, an indispensable tool that can achieve so much and is continuing to grow.
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